C# Notes

C# is a simple, modern, general-purpose, object-oriented programming language developed by Microsoft within its .NET initiative led by Anders Hejlsberg. This tutorial will teach you basic C# programming and will also take you through various advanced concepts related to C# programming language.

C# is a modern, general-purpose, object-oriented programming language developed by Microsoft and approved by European Computer Manufacturers Association (ECMA) and International Standards Organization (ISO).

C# was developed by Anders Hejlsberg and his team during the development of .Net Framework.

C# is designed for Common Language Infrastructure (CLI), which consists of the executable code and runtime environment that allows use of various high-level languages on different computer platforms and architectures.

The following reasons make C# a widely used professional language −

It is a modern, general-purpose programming language

It is object oriented.

It is component oriented.

It is easy to learn.

It is a structured language.

It produces efficient programs.

It can be compiled on a variety of computer platforms.

It is a part of .Net Framework.

C# Features

C# is object oriented programming language. It provides a lot of features that are given below.

Simple

Modern programming language

Object oriented

Type safe

Interoperability

Scalable and Updateable

Component oriented

Structured programming language

Rich Library

Fast speed

![CSharp Features 1](data:image/png;base64,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)

1) Simple

C# is a simple language in the sense that it provides structured approach (to break the problem into parts), rich set of library functions, data types etc.

2) Modern Programming Language

C# programming is based upon the current trend and it is very powerful and simple for building scalable, interoperable and robust applications.

3) Object Oriented

C# is object oriented programming language. OOPs makes development and maintenance easier where as in Procedure-oriented programming language it is not easy to manage if code grows as project size grow.

History of Java

4) Type Safe

C# type safe code can only access the memory location that it has permission to execute. Therefore it improves a security of the program.

5) Interoperability

Interoperability process enables the C# programs to do almost anything that a native C++ application can do.

6) Scalable and Updateable

C# is automatic scalable and updateable programming language. For updating our application we delete the old files and update them with new ones.

7) Component Oriented

C# is component oriented programming language. It is the predominant software development methodology used to develop more robust and highly scalable applications.

8) Structured Programming Language

C# is a structured programming language in the sense that we can break the program into parts using functions. So, it is easy to understand and modify.

9) Rich Library

C# provides a lot of inbuilt functions that makes the development fast.

10) Fast Speed

The compilation and execution time of C# language is fast.

Strong Programming Features of C#

Although C# constructs closely follow traditional high-level languages, C and C++ and being an object-oriented programming language. It has strong resemblance with Java, it has numerous strong programming features that make it endearing to a number of programmers worldwide.

Following is the list of few important features of C# −

Boolean Conditions

Automatic Garbage Collection

Standard Library

Assembly Versioning

Properties and Events

Delegates and Events Management

Easy-to-use Generics

Indexers

Conditional Compilation

Simple Multithreading

LINQ and Lambda Expressions

Integration with Windows

The .Net Framework

The .Net framework is a revolutionary platform that helps you to write the following types of applications −

Windows applications

Web applications

Web services

The .Net framework applications are multi-platform applications. The framework has been designed in such a way that it can be used from any of the following languages: C#, C++, Visual Basic, Jscript, COBOL, etc. All these languages can access the framework as well as communicate with each other.

The .Net framework consists of an enormous library of codes used by the client languages such as C#. Following are some of the components of the .Net framework −

Common Language Runtime (CLR)

The .Net Framework Class Library

Common Language Specification

Common Type System

Metadata and Assemblies

Windows Forms

ASP.Net and ASP.Net AJAX

ADO.Net

Windows Workflow Foundation (WF)

Windows Presentation Foundation

Windows Communication Foundation (WCF)

LINQ

Creating Hello World Program

A C# program consists of the following parts −

Namespace declaration

A class

Class methods

Class attributes

A Main method

Statements and Expressions

Comments

Let us look at a simple code that prints the words "Hello World" −

using System;

namespace HelloWorldApplication {

class HelloWorld {

static void Main(string[] args) {

/\* my first program in C# \*/

Console.WriteLine("Hello World");

Console.ReadKey();

}

}

}

When this code is compiled and executed, it produces the following result −

Hello World

Let us look at the various parts of the given program −

The first line of the program using System; - the using keyword is used to include the System namespace in the program. A program generally has multiple using statements.

The next line has the namespace declaration. A namespace is a collection of classes. The HelloWorldApplication namespace contains the class HelloWorld.

The next line has a class declaration, the class HelloWorld contains the data and method definitions that your program uses. Classes generally contain multiple methods. Methods define the behavior of the class. However, the HelloWorld class has only one method Main.

The next line defines the Main method, which is the entry point for all C# programs. The Main method states what the class does when executed.

The next line /\*...\*/ is ignored by the compiler and it is put to add comments in the program.

The Main method specifies its behavior with the statement Console.WriteLine("Hello World");

WriteLine is a method of the Console class defined in the System namespace. This statement causes the message "Hello, World!" to be displayed on the screen.

The last line Console.ReadKey(); is for the VS.NET Users. This makes the program wait for a key press and it prevents the screen from running and closing quickly when the program is launched from Visual Studio .NET.

It is worth to note the following points −

C# is case sensitive.

All statements and expression must end with a semicolon (;).

The program execution starts at the Main method.

Unlike Java, program file name could be different from the class name.

Compiling and Executing the Program

If you are using Visual Studio.Net for compiling and executing C# programs, take the following steps −

Start Visual Studio.

On the menu bar, choose File -> New -> Project.

Choose Visual C# from templates, and then choose Windows.

Choose Console Application.

Specify a name for your project and click OK button.

This creates a new project in Solution Explorer.

Write code in the Code Editor.

Click the Run button or press F5 key to execute the project. A Command Prompt window appears that contains the line Hello World.

You can compile a C# program by using the command-line instead of the Visual Studio IDE −

Open a text editor and add the above-mentioned code.

Save the file as helloworld.cs

Open the command prompt tool and go to the directory where you saved the file.

Type csc helloworld.cs and press enter to compile your code.

If there are no errors in your code, the command prompt takes you to the next line and generates helloworld.exe executable file.

Type helloworld to execute your program.

You can see the output Hello World printed on the screen.

Identifiers

An identifier is a name used to identify a class, variable, function, or any other user-defined item. The basic rules for naming classes in C# are as follows −

A name must begin with a letter that could be followed by a sequence of letters, digits (0 - 9) or underscore. The first character in an identifier cannot be a digit.

It must not contain any embedded space or symbol such as? - + ! @ # % ^ & \* ( ) [ ] { } . ; : " ' / and \. However, an underscore ( \_ ) can be used.

It should not be a C# keyword.

C# Keywords

Keywords are reserved words predefined to the C# compiler. These keywords cannot be used as identifiers. However, if you want to use these keywords as identifiers, you may prefix the keyword with the @ character.

In C#, some identifiers have special meaning in context of code, such as get and set are called contextual keywords.

The following table lists the reserved keywords and contextual keywords in C# −

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Reserved Keywords | | | | | | |
| Abstract | As | base | bool | break | byte | case |
| Catch | char | checked | class | const | continue | decimal |
| Default | delegate | do | double | else | enum | event |
| Explicit | extern | false | finally | fixed | float | for |
| Foreach | goto | if | implicit | in | in (generic modifier) | int |
| interface | internal | is | lock | long | namespace | new |
| Null | object | operator | out | out (generic modifier) | override | params |
| Private | protected | public | readonly | ref | return | sbyte |
| Sealed | short | sizeof | stackalloc | static | string | struct |
| Switch | this | throw | true | try | typeof | uint |
| Ulong | unchecked | unsafe | ushort | using | virtual | void |
| Volatile | while |  |  |  |  |  |
| Contextual Keywords | | | | | | |
| Add | alias | ascending | descending | dynamic | from | get |
| Global | group | into | join | let | orderby | partial (type) |
| partial (method) | remove | select | set |  |  |  |

C# Variable

A variable is a name of memory location. It is used to store data. Its value can be changed and it can be reused many times.

It is a way to represent memory location through symbol so that it can be easily identified.

The basic variable type available in C# can be categorized as:

|  |  |
| --- | --- |
| Variable Type | Example |
| Decimal types | decimal |
| Boolean types | True or false value, as assigned |
| Integral types | int, char, byte, short, long |
| Floating point types | float and double |
| Nullable types | Nullable data types |

Let's see the syntax to declare a variable:

History of Ja

type variable\_list;

The example of declaring variable is given below:

int i, j;

double d;

float f;

char ch;

Here, i, j, d, f, ch are variables and int, double, float, char are data types.

We can also provide values while declaring the variables as given below:

int i=2,j=4;  //declaring 2 variable of integer type

float f=40.2;

char ch='B';

Rules for defining variables

A variable can have alphabets, digits and underscore.

A variable name can start with alphabet and underscore only. It can't start with digit.

No white space is allowed within variable name.

A variable name must not be any reserved word or keyword e.g. char, float etc.

Valid variable names:

int x;

int \_x;

int k20;

Invalid variable names:

int 4;

int x y;

int double;

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| C# Data Types  A data type specifies the type of data that a variable can store such as integer, floating, character etc.  CSHRAP Data types 1  There are 3 types of data types in C# language.   |  |  | | --- | --- | | Types | Data Types | | Value Data Type | short, int, char, float, double etc | | Reference Data Type | String, Class, Object and Interface | | Pointer Data Type | Pointers |   Value Data Type  The value data types are integer-based and floating-point based. C# language supports both signed and unsigned literals.  There are 2 types of value data type in C# language.  1) Predefined Data Types - such as Integer, Boolean, Float, etc.  2) User defined Data Types - such as Structure, Enumerations, etc.  The memory size of data types may change according to 32 or 64 bit operating system.  Let's see the value data types. It size is given according to 32 bit OS.   |  |  |  | | --- | --- | --- | | Data Types | Memory Size | Range | | Char | 1 byte | -128 to 127 | | signed char | 1 byte | -128 to 127 | | unsigned char | 1 byte | 0 to 127 | | Short | 2 byte | -32,768 to 32,767 | | signed short | 2 byte | -32,768 to 32,767 | | unsigned short | 2 byte | 0 to 65,535 | | Int | 4 byte | -2,147,483,648 to 2,147,483,647 | | signed int | 4 byte | -2,147,483,648 to -2,147,483,647 | | unsigned int | 4 byte | 0 to 4,294,967,295 | | Long | 8 byte | ?9,223,372,036,854,775,808 to 9,223,372,036,854,775,807 | | signed long | 8 byte | ?9,223,372,036,854,775,808 to 9,223,372,036,854,775,807 | | unsigned long | 8 byte | 0 - 18,446,744,073,709,551,615 | | Float | 4 byte | 1.5 \* 10-45 - 3.4 \* 1038, 7-digit precision | | Double | 8 byte | 5.0 \* 10-324 - 1.7 \* 10308, 15-digit precision | | Decimal | 16 byte | at least -7.9 \* 10?28 - 7.9 \* 1028, with at least 28-digit precision |   Reference Data Type  The reference data types do not contain the actual data stored in a variable, but they contain a reference to the variables.  If the data is changed by one of the variables, the other variable automatically reflects this change in value.  There are 2 types of reference data type in C# language.  1) Predefined Types - such as Objects, String.  2) User defined Types - such as Classes, Interface.  Pointer Data Type  The pointer in C# language is a variable, it is also known as locator or indicator that points to an address of a value.  CSHRAP Data types 2  Symbols used in pointer   |  |  |  | | --- | --- | --- | | Symbol | Name | Description | | & (ampersand sign) | Address operator | Determine the address of a variable. | | \* (asterisk sign) | Indirection operator | Access the value of an address. |   Declaring a pointer  The pointer in C# language can be declared using \* (asterisk symbol).  int \* a;  //pointer to int  char \* c; //pointer to char |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| C# Variables and (Primitive) Data Types  In this tutorial, we will learn about variables, how to create variables in C# and different data types that C# programming language supports.  A variable is a symbolic name given to a memory location. Variables are used to store data in a computer program.  How to declare variables in C#?  Here's an example to declare a variable in C#.  int age;  In this example, a variable age of type int (integer) is declared and it can only store integer values.  We can assign a value to the variable later in our program like such:  int age;  ... ... ...  age = 24;  However, the variable can also be initialized to some value during declaration. For example,  int age = 24;  Here, a variable age of type int is declared and initialized to 24 at the same time.  Since, it’s a variable, we can change the value of variables as well. For example,  int age = 24;  age = 35;  Here, the value of age is changed to 35 from 24.  Variables in C# must be declared before they can be used. This means, the name and type of variable must be known before they can be assigned a value. This is why C# is called a [statically-typed language](https://stackoverflow.com/questions/1517582/what-is-the-difference-between-statically-typed-and-dynamically-typed-languages).  Once declared, the datatype of a variable can not be changed within a scope. A scope can be thought as a block of code where the variable is visible or available to use. If you don’t understand the previous statement, don’t worry we’ll learn about scopes in the later chapters.  For now remember,we can not do the following in C#:  int age;  age = 24;  ... ... ...  float age;  Implicitly typed variables  Alternatively in C#, we can declare a variable without knowing its type using var keyword. Such variables are called implicitly typed local variables.  Variables declared using var keyword must be initialized at the time of declaration.  var value = 5;  The compiler determines the type of variable from the value that is assigned to the variable. In the above example, value is of type int. This is equivalent to:  int value;  value = 5;  You can learn more about [implicitly typed local variables](https://docs.microsoft.com/en-us/dotnet/csharp/programming-guide/classes-and-structs/implicitly-typed-local-variables).  Rules for Naming Variables in C#  There are certain rules we need to follow while naming a variable. The rules for naming a variable in C# are:  The variable name can contain letters (uppercase and lowercase), underscore( \_ ) and digits only.  The variable name must start with either letter, underscore or @ symbol. For example,   | Rules for naming variables in C# | | | --- | --- | | Variable Names | Remarks | | Name | Valid | | subject101 | Valid | | \_age | Valid (Best practice for naming private member variables) | | @break | Valid (Used if name is a reserved keyword) | | 101subject | Invalid (Starts with digit) | | your\_name | Valid | | your name | Invalid (Contains whitespace) |   C# is case sensitive. It means age and Age refers to 2 different variables.  A variable name must not be a C# keyword. For example, if, for, using can not be a variable name. We will be discussing more about [C# keywords](https://www.programiz.com/csharp-programming/keywords-identifiers) in the next tutorial.  Best Practices for Naming a Variable  Choose a variable name that make sense. For example, name, age, subject makes more sense than n, a and s.  Use camelCase notation (starts with lowercase letter) for naming local variables. For example, numberOfStudents, age,  etc.Use PascalCase or CamelCase (starts with uppercase letter) for naming public member variables. For example,  FirstName, Price, etc.  Use a leading underscore (\_) followed by camelCase notation for naming private member variables. For example, \_bankBalance, \_emailAddress, etc.  You can learn more about [naming conventions in C# here](https://softwareengineering.stackexchange.com/questions/209532/naming-convention-of-variables-in-c-programming-language).  Don't worry about public and private member variables. We will learn about them in later chapters.  C# Primitive Data Types  Variables in C# are broadly classified into two types: Value types and Reference types. In this tutorial we will be discussing about primitive (simple) data types which is a subclass of Value types.  Reference types will be covered in later tutorials. However, if you want to know more about variable types, visit [C# Types and variables](https://docs.microsoft.com/en-us/dotnet/csharp/tour-of-csharp/types-and-variables) (official C# docs).  Boolean (bool)  Boolean data type has two possible values: true or false  Default value: false  Boolean variables are generally used to check conditions such as in if statements, loops, etc.  For Example:  using System;  namespace DataType  {  class BooleanExample  {  public static void Main(string[] args)  {  bool isValid = true;  Console.WriteLine(isValid);  }  }  }  When we run the program, the output will be:  True  Signed Integral  These data types hold integer values (both positive and negative). Out of the total available bits, one bit is used for sign.  1. sbyte  Size: 8 bits  Range: -128 to 127.  Default value: 0  For example:  using System;  namespace DataType  {  class SByteExample  {  public static void Main(string[] args)  {  sbyte level = 23;  Console.WriteLine(level);  }  }  }  When we run the program, the output will be:  23  Try assigning values out of range i.e. less than -128 or greater than 127 and see what happens.  2. short  Size: 16 bits  Range: -32,768 to 32,767  Default value: 0  For example:  using System;  namespace DataType  {  class ShortExample  {  public static void Main(string[] args)  {  short value = -1109;  Console.WriteLine(value);  }  }  }  When we run the program, the output will be:  -1109  3. int  Size: 32 bits  Range: -231 to 231-1  Default value: 0  For example:  using System;  namespace DataType  {  class IntExample  {  public static void Main(string[] args)  {  int score = 51092;  Console.WriteLine(score);  }  }  }  When we run the program, the output will be:  51092  4. long  Size: 64 bits  Range: -263 to 263-1  Default value: 0L [L at the end represent the value is of long type]  For example:  using System;  namespace DataType  {  class LongExample  {  public static void Main(string[] args)  {  long range = -7091821871L;  Console.WriteLine(range);  }  }  }  When we run the program, the output will be:  -7091821871  Unsigned Integral  These data types only hold values equal to or greater than 0. We generally use these data types to store values when we are sure, we won't have negative values.  1. byte  Size: 8 bits  Range: 0 to 255.  Default value: 0  For example:  using System;  namespace DataType  {  class ByteExample  {  public static void Main(string[] args)  {  byte age = 62;  Console.WriteLine(level);  }  }  }  When we run the program, the output will be:  62  2. ushort  Size: 16 bits  Range: 0 to 65,535  Default value: 0  For example:  using System;  namespace DataType  {  class UShortExample  {  public static void Main(string[] args)  {  ushort value = 42019;  Console.WriteLine(value);  }  }  }  When we run the program, the output will be:  42019  3. uint  Size: 32 bits  Range: 0 to 232-1  Default value: 0  For example:  using System;  namespace DataType  {  class UIntExample  {  public static void Main(string[] args)  {  uint totalScore = 1151092;  Console.WriteLine(totalScore);  }  }  }  When we run the program, the output will be:  1151092  4. ulong  Size: 64 bits  Range: 0 to 264-1  Default value: 0  For example:  using System;  namespace DataType  {  class ULongExample  {  public static void Main(string[] args)  {  ulong range = 17091821871L;  Console.WriteLine(range);  }  }  }  When we run the program, the output will be:  17091821871  Floating Point  These data types hold floating point values i.e. numbers containing decimal values. For example, 12.36, -92.17, etc.  1. float  Single-precision floating point type  Size: 32 bits  Range: 1.5 × 10−45 to 3.4 × 1038  Default value: 0.0F [F at the end represent the value is of float type]  For example:  using System;  namespace DataType  {  class FloatExample  {  public static void Main(string[] args)  {  float number = 43.27F;  Console.WriteLine(number);  }  }  }  When we run the program, the output will be:  43.27  2. double  Double-precision floating point type. [What is the difference between single and double precision floating point?](https://stackoverflow.com/questions/801117/whats-the-difference-between-a-single-precision-and-double-precision-floating-p)  Size: 64 bits  Range: 5.0 × 10−324 to 1.7 × 10308  Default value: 0.0D [D at the end represent the value is of double type]  For example:  using System;  namespace DataType  {  class DoubleExample  {  public static void Main(string[] args)  {  double value = -11092.53D;  Console.WriteLine(value);  }  }  }  When we run the program, the output will be:  -11092.53  Character (char)  It represents a 16 bit unicode character.  Size: 16 bits  Default value: '\0'  Range: U+0000 ('\u0000') to U+FFFF ('\uffff')  For example:  using System;  namespace DataType  {  class CharExample  {  public static void Main(string[] args)  {  char ch1 ='\u0042';  char ch2 = 'x';  Console.WriteLine(ch1);  Console.WriteLine(ch2);  }  }  }  When we run the program, the output will be:  B  x  The unicode value of 'B' is '\u0042', hence printing ch1 will print 'B'.  Decimal  Decimal type has more precision and a smaller range as compared to floating point types (double and float). So it is appropriate for monetary calculations.  Size: 128 bits  Default value: 0.0M [M at the end represent the value is of decimal type]  Range: (-7.9 x 1028 to 7.9 x 1028) / (100 to 28)  For example:  using System;  namespace DataType  {  class DecimalExample  {  public static void Main(string[] args)  {  decimal bankBalance = 53005.25M;  Console.WriteLine(bankBalance);  }  }  }  When we run the program, the output will be:  53005.25  The suffix M or m must be added at the end otherwise the value will be treated as a double and an error will be generated.  C# Literals  Let's look at the following statement:  int number = 41;  Here,  int is a data type  number is a variable and  41 is a literal  Literals are fixed values that appear in the program. They do not require any computation. For example, 5, false, 'w' are literals that appear in a program directly without any computation.  Boolean Literals  true and false are the available boolean literals.  They are used to initialize boolean variables.  For example:  bool isValid = true;  bool isPresent = false;  Integer Literals  Integer literals are used to initialize variables of integer data types i.e. sbyte, short, int, long, byte, ushort, uint and ulong.  If an integer literal ends with L or l, it is of type long. For best practice use L (not l).  long value1 = 4200910L;  long value2 = -10928190L;  If an integer literal starts with a 0x, it represents hexadecimal value. Number with no prefixes are treated as decimal value. Octal and binary representation are not allowed in C#.  int decimalValue = 25;  int hexValue = 0x11c;// decimal value 284  Floating Point Literals  Floating point literals are used to initialize variables of float and double data types.  If a floating point literal ends with a suffix f or F, it is of type float. Similarly, if it ends with d or D, it is of type double. If neither of the suffix is present, it is of type double by default.  These literals contains e or E when expressed in scientific notation.  double number = 24.67;// double by default  float value = -12.29F;  double scientificNotation = 6.21e2;// equivalent to 6.21 x 102 i.e. 621  Character and String Literals  Character literals are used to initialize variables of char data types.  Character literals are enclosed in single quotes. For example, 'x','p', etc.  They can be represented as character, hexadecimal escape sequence, unicode representation or integral values casted to char.  char ch1 = 'R';// character  char ch2 = '\x0072';// hexadecimal  char ch3 = '\u0059';// unicode  char ch4 = (char)107;// casted from integer  String literals are the collection of character literals.  They are enclosed in double quotes. For example, "Hello", "Easy Programming", etc.  string firstName = "Richard";  string lastName = " Feynman";  C# also supports escape sequence characters such as:   | Character | Meaning | | --- | --- | | \' | Single quote | | \" | Double quote | | \\ | Backslash | | \n | Newline | | \r | Carriage return | | \t | Horizontal Tab | | \a | Alert | | \b | Backspace |   C# operators  An operator is simply a symbol that is used to perform operations. There can be many types of operations like arithmetic, logical, bitwise etc.  There are following types of operators to perform different types of operations in C# language.  Arithmetic Operators  Relational Operators  Logical Operators  Bitwise Operators  Assignment Operators  Unary Operators  Ternary Operators  Misc Operators  CSHARP Operators 1  Precedence of Operators in C#  The precedence of operator specifies that which operator will be evaluated first and next. The associativity specifies the operators direction to be evaluated, it may be left to right or right to left.  Let's understand the precedence by the example given below:  Features of Java - Javatpoint  int data= 10+ 5\*5  The "data" variable will contain 35 because \* (multiplicative operator) is evaluated before + (additive operator).  The precedence and   |  |  |  | | --- | --- | --- | | Category (By Precedence) | Operator(s) | Associativity | | Unary | + - ! ~ ++ -- (type)\* & sizeof | Right to Left | | Additive | + - | Left to Right | | Multiplicative | % / \* | Left to Right | | Relational | < > <= >= | Left to Right | | Shift | << >> | Left to Right | | Equality | == != | Right to Left | | Logical AND | & | Left to Right | | Logical OR | | | Left to Right | | Logical XOR | ^ | Left to Right | | Conditional OR | || | Left to Right | | Conditional AND | && | Left to Right | | Null Coalescing | ?? | Left to Right | | Ternary | ?: | Right to Left | | Assignment | = \*= /= %= += - = <<= >>= &= ^= |= => | Right to Left |   associativity of C# operators is given below: |

namespace DataTypeApplication {

class Program {

static void Main(string[] args) {

Console.WriteLine("Size of int: {0}", sizeof(int));

Console.ReadLine();

}

}

}

**Miscellaneous Operators**

There are few other important operators including sizeof, typeof and ? : supported by C#.

[Show Examples](https://www.tutorialspoint.com/csharp/csharp_misc_operators.htm)

|  |  |  |
| --- | --- | --- |
| Operator | Description | Example |
| sizeof() | Returns the size of a data type. | sizeof(int), returns 4. |
| typeof() | Returns the type of a class. | typeof(StreamReader); |
| & | Returns the address of an variable. | &a; returns actual address of the variable. |
| \* | Pointer to a variable. | \*a; creates pointer named 'a' to a variable. |
| ? : | Conditional Expression | If Condition is true ? Then value X : Otherwise value Y |
| Is | Determines whether an object is of a certain type. | If( Ford is Car) // checks if Ford is an object of the Car class. |
| As | Cast without raising an exception if the cast fails. | Object obj = new StringReader("Hello");  StringReader r = obj as StringReader; |

Operator Precedence in C#

Operator precedence determines the grouping of terms in an expression. This affects evaluation of an expression. Certain operators have higher precedence than others; for example, the multiplication operator has higher precedence than the addition operator.

For example x = 7 + 3 \* 2; here, x is assigned 13, not 20 because operator \* has higher precedence than +, so the first evaluation takes place for 3\*2 and then 7 is added into it.

Here, operators with the highest precedence appear at the top of the table, those with the lowest appear at the bottom. Within an expression, higher precedence operators are evaluated first.

[Show Examples](https://www.tutorialspoint.com/csharp/csharp_operators_precedence.htm)

|  |  |  |
| --- | --- | --- |
| Category | Operator | Associativity |
| Postfix | () [] -> . ++ - - | Left to right |
| Unary | + - ! ~ ++ - - (type)\* & sizeof | Right to left |
| Multiplicative | \* / % | Left to right |
| Additive | + - | Left to right |
| Shift | << >> | Left to right |
| Relational | < <= > >= | Left to right |
| Equality | == != | Left to right |
| Bitwise AND | & | Left to right |
| Bitwise XOR | ^ | Left to right |
| Bitwise OR | | | Left to right |
| Logical AND | && | Left to right |
| Logical OR | || | Left to right |
| Conditional | ?: | Right to left |
| Assignment | = += -= \*= /= %=>>= <<= &= ^= |=  C# Operators  In this article, we will learn everything about different types of operators in C# programming language and how to use them.  Operators are symbols that are used to perform operations on operands. Operands may be variables and/or constants.  For example, in 2+3, + is an operator that is used to carry out addition operation, while 2 and 3 are operands.  Operators are used to manipulate variables and values in a program. C# supports a number of operators that are classified based on the type of operations they perform.  1. Basic Assignment Operator  Basic assignment operator (=) is used to assign values to variables. For example,  double x;  x = 50.05;  Here, 50.05 is assigned to x.  Example 1: Basic Assignment Operator  using System;  namespace Operator  {  class AssignmentOperator  {  public static void Main(string[] args)  {  int firstNumber, secondNumber;  // Assigning a constant to variable  firstNumber = 10;  Console.WriteLine("First Number = {0}", firstNumber);  // Assigning a variable to another variable  secondNumber = firstNumber;  Console.WriteLine("Second Number = {0}", secondNumber);  }  }  }  When we run the program, the output will be:  First Number = 10  Second Number = 10  This is a simple example that demonstrates the use of assignment operator.  You might have noticed the use of curly brackets { } in the example. We will discuss about them in string formatting. For now, just keep in mind that {0} is replaced by the first variable that follows the string, {1} is replaced by the second variable and so on.  2. Arithmetic Operators  Arithmetic operators are used to perform arithmetic operations such as addition, subtraction, multiplication, division, etc.  For example,  int x = 5;  int y = 10;  int z = x + y;// z = 15   | C# Arithmetic Operators | | | | --- | --- | --- | | Operator | Operator Name | Example | | + | Addition Operator | 6 + 3 evaluates to 9 | | - | Subtraction Operator | 10 - 6 evaluates to 4 | | \* | Multiplication Operator | 4 \* 2 evaluates to 8 | | / | Division Operator | 10 / 5 evaluates to 2 | | % | Modulo Operator (Remainder) | 16 % 3 evaluates to 1 |   Example 2: Arithmetic Operators  using System;    namespace Operator  {  class ArithmeticOperator  {  public static void Main(string[] args)  {  double firstNumber = 14.40, secondNumber = 4.60, result;  int num1 = 26, num2 = 4, rem;  // Addition operator  result = firstNumber + secondNumber;  Console.WriteLine("{0} + {1} = {2}", firstNumber, secondNumber, result);  // Subtraction operator  result = firstNumber - secondNumber;  Console.WriteLine("{0} - {1} = {2}", firstNumber, secondNumber, result);  // Multiplication operator  result = firstNumber \* secondNumber;  Console.WriteLine("{0} \* {1} = {2}", firstNumber, secondNumber, result);  // Division operator  result = firstNumber / secondNumber;  Console.WriteLine("{0} / {1} = {2}", firstNumber, secondNumber, result);  // Modulo operator  rem = num1 % num2;  Console.WriteLine("{0} % {1} = {2}", num1, num2, rem);  }  }  }  When we run the program, the output will be:  14.4 + 4.6 = 19  14.4 - 4.6 = 9.8  14.4 \* 4.6 = 66.24  14.4 / 4.6 = 3.1304347826087  26 % 4 = 2  Arithmetic operations are carried out in the above example. Variables can be replaced by constants in the statements. For example,  result = 4.5 + 2.7 ; // result will hold 7.2  result = firstNumber - 3.2; // result will hold 11.2  3. Relational Operators  Relational operators are used to check the relationship between two operands. If the relationship is true the result will be true, otherwise it will result in false.  Relational operators are used in decision making and loops.  Example 3: Relational Operators  using System;    namespace Operator  {  class RelationalOperator  {  public static void Main(string[] args)  {  bool result;  int firstNumber = 10, secondNumber = 20;  result = (firstNumber==secondNumber);  Console.WriteLine("{0} == {1} returns {2}",firstNumber, secondNumber, result);  result = (firstNumber > secondNumber);  Console.WriteLine("{0} > {1} returns {2}",firstNumber, secondNumber, result);  result = (firstNumber < secondNumber);  Console.WriteLine("{0} < {1} returns {2}",firstNumber, secondNumber, result);  result = (firstNumber >= secondNumber);  Console.WriteLine("{0} >= {1} returns {2}",firstNumber, secondNumber, result);  result = (firstNumber <= secondNumber);  Console.WriteLine("{0} <= {1} returns {2}",firstNumber, secondNumber, result);  result = (firstNumber != secondNumber);  Console.WriteLine("{0} != {1} returns {2}",firstNumber, secondNumber, result);  }  }  }  When we run the program, the output will be:  10 == 20 returns False  10 > 20 returns False  10 < 20 returns True  10 >= 20 returns False  10 <= 20 returns True  10 != 20 returns True  4. Logical Operators  Logical operators are used to perform logical operation such as and, or. Logical operators operates on boolean expressions (true and false) and returns boolean values. Logical operators are used in decision making and loops.  Here is how the result is evaluated for logical AND and OR operators.   | C# Logical operators | | | | | --- | --- | --- | --- | | Operand 1 | Operand 2 | OR (||) | AND (&&) | | True | true | true | true | | True | false | true | false | | False | true | true | false | | False | false | false | false |   In simple words, the table can be summarized as:  If one of the operand is true, the OR operator will evaluate it to true.  If one of the operand is false, the AND operator will evaluate it to false.  Example 4: Logical Operators  using System;    namespace Operator  {  class LogicalOperator  {  public static void Main(string[] args)  {  bool result;  int firstNumber = 10, secondNumber = 20;  // OR operator  result = (firstNumber == secondNumber) || (firstNumber > 5);  Console.WriteLine(result);  // AND operator  result = (firstNumber == secondNumber) && (firstNumber > 5);  Console.WriteLine(result);  }  }  }  When we run the program, the output will be:  True  False  5. Unary Operators  Unlike other operators, the unary operators operates on a single operand.   | C# unary operators | | | | --- | --- | --- | | Operator | Operator Name | Description | | + | Unary Plus | Leaves the sign of operand as it is | | - | Unary Minus | Inverts the sign of operand | | ++ | Increment | Increment value by 1 | | -- | Decrement | Decrement value by 1 | | ! | Logical Negation (Not) | Inverts the value of a boolean |   Example 5: Unary Operators  using System;    namespace Operator  {  class UnaryOperator  {  public static void Main(string[] args)  {  int number = 10, result;  bool flag = true;  result = +number;  Console.WriteLine("+number = " + result);  result = -number;  Console.WriteLine("-number = " + result);  result = ++number;  Console.WriteLine("++number = " + result);  result = --number;  Console.WriteLine("--number = " + result);  Console.WriteLine("!flag = " + (!flag));  }  }  }  When we run the program, the output will be:  +number = 10  -number = -10  ++number = 11  --number = 10  !flag = False  The increment (++) and decrement (--) operators can be used as prefix and postfix. If used as prefix, the change in value of variable is seen on the same line and if used as postfix, the change in value of variable is seen on the next line. This will be clear by the example below.  Example 6: Post and Pre Increment operators in C#  using System;    namespace Operator  {  class UnaryOperator  {  public static void Main(string[] args)  {  int number = 10;  Console.WriteLine((number++));  Console.WriteLine((number));  Console.WriteLine((++number));  Console.WriteLine((number));  }  }  }  When we run the program, the output will be:  10  11  12  12  We can see the effect of using ++ as prefix and postfix. When ++ is used after the operand, the value is first evaluated and then it is incremented by 1. Hence the statement  Console.WriteLine((number++));  prints 10 instead of 11. After the value is printed, the value of number is incremented by 1.  The process is opposite when ++ is used as prefix. The value is incremented before printing. Hence the statement  Console.WriteLine((++number));  prints 12.  The case is same for decrement operator (--).  6. Ternary Operator  The ternary operator ? : operates on three operands. It is a shorthand for if-then-else statement. Ternary operator can be used as follows:  variable = Condition? Expression1 : Expression2;  The ternary operator works as follows:  If the expression stated by Condition is true, the result of Expression1 is assigned to variable.  If it is false, the result of Expression2 is assigned to variable.  Example 7: Ternary Operator  using System;    namespace Operator  {  class TernaryOperator  {  public static void Main(string[] args)  {  int number = 10;  string result;  result = (number % 2 == 0)? "Even Number" : "Odd Number";  Console.WriteLine("{0} is {1}", number, result);  }  }  }  When we run the program, the output will be:  10 is Even Number  To learn more, visit C# ternary operator.  7. Bitwise and Bit Shift Operators  Bitwise and bit shift operators are used to perform bit manipulation operations.   | C# Bitwise and Bit Shift operators | | | --- | --- | | Operator | Operator Name | | ~ | Bitwise Complement | | & | Bitwise AND | | | | Bitwise OR | | ^ | Bitwise Exclusive OR | | << | Bitwise Left Shift | | >> | Bitwise Right Shift |   Example 8: Bitwise and Bit Shift Operator  using System;    namespace Operator  {  class BitOperator  {  public static void Main(string[] args)  {  int firstNumber = 10;  int secondNumber = 20;  int result;  result = ~firstNumber;  Console.WriteLine("~{0} = {1}", firstNumber, result);  result = firstNumber & secondNumber;  Console.WriteLine("{0} & {1} = {2}", firstNumber,secondNumber, result);  result = firstNumber | secondNumber;  Console.WriteLine("{0} | {1} = {2}", firstNumber,secondNumber, result);  result = firstNumber ^ secondNumber;  Console.WriteLine("{0} ^ {1} = {2}", firstNumber,secondNumber, result);  result = firstNumber << 2;  Console.WriteLine("{0} << 2 = {1}", firstNumber, result);  result = firstNumber >> 2;  Console.WriteLine("{0} >> 2 = {1}", firstNumber, result);  }  }  }  When we run the program, the output will be:  ~10 = -11  10 & 20 = 0  10 | 20 = 30  10 ^ 20 = 30  10 << 2 = 40  10 >> 2 = 2  To learn more, visit C# Bitwise and Bit Shift operator.  8. Compound Assignment Operators   | C# Compound Assignment Operators | | | | | --- | --- | --- | --- | | Operator | Operator Name | Example | Equivalent To | | | += | Addition Assignment | x += 5 | x = x + 5 | | | -= | Subtraction Assignment | x -= 5 | x = x - 5 | | | \*= | Multiplication Assignment | x \*= 5 | x = x \* 5 | | | /= | Division Assignment | x /= 5 | x = x / 5 | | | %= | Modulo Assignment | x %= 5 | x = x % 5 | | | &= | Bitwise AND Assignment | x &= 5 | x = x & 5 | | | |= | Bitwise OR Assignment | x |= 5 | x = x | 5 | | | ^= | Bitwise XOR Assignment | x ^= 5 | x = x ^ 5 | | | <<= | Left Shift Assignment | x <<= 5 | x = x << 5 | | | >>= | Right Shift Assignment | x >>= 5 | x = x >> 5 | | | => | Lambda Operator | x => x\*x | Returns x\*x | |   Example 9: Compound Assignment Operator  using System;    namespace Operator  {  class BitOperator  {  public static void Main(string[] args)  {  int number = 10;  number += 5;  Console.WriteLine(number);  number -= 3;  Console.WriteLine(number);  number \*= 2;  Console.WriteLine(number);  number /= 3;  Console.WriteLine(number);  number %= 3;  Console.WriteLine(number);  number &= 10;  Console.WriteLine(number);  number |= 14;  Console.WriteLine(number);  number ^= 12;  Console.WriteLine(number);  number <<= 2;  Console.WriteLine(number);  number >>= 3;  Console.WriteLine(number);  }  }  }  When we run the program, the output will be:  15  12  24  8  2  2  14  2  8  1 | Right to left |
| Comma | , | Left to right |

| C# Relational Operators | | |
| --- | --- | --- |
| Operator | Operator Name | Example |
| == | Equal to | 6 == 4 evaluates to false |
| > | Greater than | 3 > -1 evaluates to true |
| < | Less than | 5 < 3 evaluates to false |
| >= | Greater than or equal to | 4 >= 4 evaluates to true |
| <= | Less than or equal to | 5 <= 3 evaluates to false |
| != | Not equal to | 10 != 2 evaluates to true |

C# Basic Input and Output

In this tutorial, we will learn how to take input from user and and display output in C# using various methods

C# Output

In order to output something in C#, we can use

System.Console.WriteLine() OR

System.Console.Write()

Here, System is a [namespace](https://www.programiz.com/csharp-programming/namespaces), Console is a class within namespace System and WriteLine and Write are methods of class Console.

Let's look at a simple example that prints a string to output screen.

Example 1: Printing String using WriteLine()

using System;

namespace Sample

{

class Test

{

public static void Main(string[] args)

{

Console.WriteLine("C# is cool");

}

}

}

When we run the program, the output will be

C# is cool

Difference between WriteLine() and Write() method

The main difference between WriteLine() and Write() is that the Write() method only prints the string provided to it, while the WriteLine() method prints the string and moves to the start of next line as well.

Let's take at a look at the example below to understand the difference between these methods.

Example 2: How to use WriteLine() and Write() method?

using System;

namespace Sample

{

class Test

{

public static void Main(string[] args)

{

Console.WriteLine("Prints on ");

Console.WriteLine("New line");

Console.Write("Prints on ");

Console.Write("Same line");

}

}

}

When we run the program, the output will be

Prints on

New line

Prints on Same line

Printing Variables and Literals using WriteLine() and Write()

The WriteLine() and Write() method can be used to print variables and literals. Here's an example.

Example 3: Printing Variables and Literals

using System;

namespace Sample

{

class Test

{

public static void Main(string[] args)

{

int value = 10;

// Variable

Console.WriteLine(value);

// Literal

Console.WriteLine(50.05);

}

}

}

When we run the program, the output will be

10

50.05

Combining (Concatenating) two strings using + operator and printing them

Strings can be combined/concatenated using the + operator while printing.

Example 4: Printing Concatenated String using + operator

using System;

namespace Sample

{

class Test

{

public static void Main(string[] args)

{

int val = 55;

Console.WriteLine("Hello " + "World");

Console.WriteLine("Value = " + val);

}

}

}

When we run the program, the output will be

Hello World

Value = 55

Printing concatenated string using Formatted String [Better Alternative]

A better alternative for printing concatenated string is using formatted string. Formatted string allows programmer to use placeholders for variables. For example,

The following line,

Console.WriteLine("Value = " + val);

can be replaced by,

Console.WriteLine("Value = {0}", val);

{0} is the placeholder for variable val which will be replaced by value of val. Since only one variable is used so there is only one placeholder.

Multiple variables can be used in the formatted string. We will see that in the example below.

Example 5: Printing Concatenated string using String formatting

using System;

namespace Sample

{

class Test

{

public static void Main(string[] args)

{

int firstNumber = 5, secondNumber = 10, result;

result = firstNumber + secondNumber;

Console.WriteLine("{0} + {1} = {2}", firstNumber, secondNumber, result);

}

}

}

When we run the program, the output will be

5 + 10 = 15

Here, {0} is replaced by firstNumber, {1} is replaced by secondNumber and {2} is replaced by result. This approach of printing output is more readable and less error prone than using + operator.

To know more about string formatting, visit C# string formatting.

C# Input

In C#, the simplest method to get input from the user is by using the ReadLine() method of the Console class. However, Read() and ReadKey() are also available for getting input from the user. They are also included in Console class.

Example 6: Get String Input From User

using System;

namespace Sample

{

class Test

{

public static void Main(string[] args)

{

string testString;

Console.Write("Enter a string - ");

testString = Console.ReadLine();

Console.WriteLine("You entered '{0}'", testString);

}

}

}

When we run the program, the output will be:

Enter a string - Hello World

You entered 'Hello World'

Difference between ReadLine(), Read() and ReadKey() method:

The difference between ReadLine(), Read() and ReadKey() method is:

ReadLine(): The ReadLine() method reads the next line of input from the standard input stream. It returns the same string.

Read(): The Read() method reads the next character from the standard input stream. It returns the ascii value of the character.

ReadKey(): The ReadKey() method obtains the next key pressed by user. This method is usually used to hold the screen until user press a key.

If you want to know more about these methods, here is an interesting discussion on StackOverflow on: [Difference between Console.Read() and Console.ReadLine()?](https://stackoverflow.com/questions/6825943/difference-between-console-read-and-console-readline).

Example 7: Difference between Read() and ReadKey() method

using System;

namespace Sample

{

class Test

{

public static void Main(string[] args)

{

int userInput;

Console.WriteLine("Press any key to continue...");

Console.ReadKey();

Console.WriteLine();

Console.Write("Input using Read() - ");

userInput = Console.Read();

Console.WriteLine("Ascii Value = {0}",userInput);

}

}

}

When we run the program, the output will be

Press any key to continue...

x

Input using Read() - Learning C#

Ascii Value = 76

From this example, it must be clear how ReadKey() and Read() method works. While using ReadKey(), as soon as the key is pressed, it is displayed on the screen.

When Read() is used, it takes a whole line but only returns the ASCII value of first character. Hence, 76 (ASCII value of L) is printed.

Reading numeric values (integer and floating point types)

Reading a character or string is very simple in C#. All you need to do is call the corresponding methods as required.

But, reading numeric values can be slightly tricky in C#. We’ll still use the same ReadLine() method we used for getting string values. But since the ReadLine() method receives the input as string, it needs to be converted into integer or floating point type.

One simple approach for converting our input is using the methods of Convert class.

Example 8: Reading Numeric Values from User using Convert class

using System;

namespace UserInput

{

class MyClass

{

public static void Main(string[] args)

{

string userInput;

int intVal;

double doubleVal;

Console.Write("Enter integer value: ");

userInput = Console.ReadLine();

/\* Converts to integer type \*/

intVal = Convert.ToInt32(userInput);

Console.WriteLine("You entered {0}",intVal);

Console.Write("Enter double value: ");

userInput = Console.ReadLine();

/\* Converts to double type \*/

doubleVal = Convert.ToDouble(userInput);

Console.WriteLine("You entered {0}",doubleVal);

}

}

}

When we run the program, the output will be

Enter integer value: 101

You entered 101

Enter double value: 59.412

You entered 59.412

The ToInt32() and ToDouble() method of Convert class converts the string input to integer and double type respectively. Similarly we can convert the input to other types. Here is a [complete list of available methods for Convert class](https://msdn.microsoft.com/en-us/library/system.convert(v=vs.110).aspx).

There are other ways to get numeric inputs from user. To learn more, visit [Reading an integer from user input](https://stackoverflow.com/questions/24443827/reading-an-integer-from-user-input).

C# Expressions, Statements and Blocks (With Examples)

In this article, we will learn about C# expressions, C# statements, difference between expression and statement, and C# blocks.

Expressions, statements and blocks are the building block of a C# program. We have been using them since our first ["Hello World" program](https://www.programiz.com/csharp-programming/hello-world).

C# Expressions

An expression in C# is a combination of operands (variables, literals, method calls) and operators that can be evaluated to a single value. To be precise, an expression must have at least one operand but may not have any operator.

Let's look at the example below:

double temperature;

temperature = 42.05;

Here, 42.05 is an expression. Also, temperature = 42.05 is an expression too.

int a, b, c, sum;

sum = a + b + c;

Here, a + b + c is an expression.

if (age>=18 && age<58)

Console.WriteLine("Eligible to work");

Here, (age>=18 && age<58) is an expression that returns a boolean value. "Eligible to work" is also an expression.

C# Statements

A statement is a basic unit of execution of a program. A program consists of multiple statements.

For example:

int age = 21;

Int marks = 90;

In the above example, both lines above are statements.

There are different types of statements in C#. In this tutorial, we’ll mainly focus on two of them:

Declaration Statement

Expression Statement

Declaration Statement

Declaration statements are used to declare and initialize variables.

For example:

char ch;

int maxValue = 55;

Both char ch; and int maxValue = 55; are declaration statements.

Expression Statement

An expression followed by a semicolon is called an expression statement.

For example:

/\* Assignment \*/

area = 3.14 \* radius \* radius;

/\* Method call is an expression\*/

System.Console.WriteLine("Hello");

Here, 3.14 \* radius \* radius  is an expression and area = 3.14 \* radius \* radius; is an expression statement.

Likewise, System.Console.WriteLine("Hello"); is both an expression and a statement.

Beside declaration and expression statement, there are:

Selection Statements (if...else, switch)

Iteration Statements (do, while, for, foreach)

Jump Statements (break, continue, goto, return, yield)

Exception Handling Statements (throw, try-catch, try-finally, try-catch-finally)

These statements will be discussed in later tutorials.

If you want to learn more about statements, visit [C# Statements](https://docs.microsoft.com/en-us/dotnet/csharp/programming-guide/statements-expressions-operators/statements) ( C# reference)

C# Blocks

A block is a combination of zero or more statements that is enclosed inside curly brackets { }.

For example:

Example 1: C# Blocks with statements

using System;

namespace Blocks

{

class BlockExample

{

public static void Main(string[] args)

{

double temperature = 42.05;

if (temperature > 32)

{ // Start of block

Console.WriteLine("Current temperature = {0}", temperature);

Console.WriteLine("It's hot");

} // End of block

}

}

}

When we run the program, the output will be:

Current temperature = 42.05

It's hot

Here, the two statements inside { }:

Console.WriteLine("Current temperature = {0}", temperature);

and

Console.WriteLine("It's hot");

forms a block.

Example 2: C# Blocks without statements

A block may not have any statements within it as shown in the below example.

using System;

namespace Blocks

{

class BlockExample

{

public static void Main(string[] args)

{

double temperature = 42.05;

if (temperature > 32)

{ // Start of block

// No statements

} // End of block

}

}

}

Here, the curly braces { } after if(temperature > 32) contains only comments and no statements.

C# Comments

In this article, we will learn about C# comments, different style of comments, and why and how to use them in a program.

Comments are used in a program to help us understand a piece of code. They are human readable words intended to make the code readable. Comments are completely ignored by the compiler.

In C#, there are 3 types of comments:

Single Line Comments ( // )

Multi Line Comments (/\* \*/)

XML Comments ( /// )

Single Line Comments

Single line comments start with a double slash //. The compiler ignores everything after // to the end of the line. For example,

int a = 5 + 7; // Adding 5 and 7

Here, Adding 5 and 7 is the comment.

Example 1: Using single line comment

// Hello World Program

using System;

namespace HelloWorld

{

class Program

{

public static void Main(string[] args) // Execution Starts from Main method

{

// Prints Hello World

Console.WriteLine("Hello World!");

}

}

}

The above program contains 3 single line comments:

// Hello World Program

// Execution Starts from Main method

and

// Prints Hello World

Single line comments can be written in a separate line or along with the codes in same line. However, it is recommended to use comments in a separate line.

Multi Line Comments

Multi line comments start with /\* and ends with \*/. Multi line comments can span over multiple lines.

Example 2: Using multi line comment

/\*

This is a Hello World Program in C#.

This program prints Hello World.

\*/

using System;

namespace HelloWorld

{

class Program

{

public static void Main(string[] args)

{

/\* Prints Hello World \*/

Console.WriteLine("Hello World!");

}

}

}

The above program contains 2 multi line comments:

/\*

This is a Hello World Program in C#.

This program prints Hello World.

\*/

and

/\* Prints Hello World \*/

Here, we may have noticed that it is not compulsory for a multi line comment to span over multiple lines./\* … \*/ can be used instead of single line comments.

C# conditional statements

C# if, if...else, if...else if and Nested if Statement

In this article, we will learn how to use if, if...else, if...else if statement in C# to control the flow of our program’s execution.

Testing a condition is inevitable in programming. We will often face situations where we need to test conditions (whether it is true or false) to control the flow of program. These conditions may be affected by user's input, time factor, current environment where the program is running, etc.

In this article, we'll learn to test conditions using if statement in C#.

C# if (if-then) Statement

C# if-then statement will execute a block of code if the given condition is true. The syntax of if-then statement in C# is:

if (boolean-expression)

{

// statements executed if boolean-expression is true

}

The boolean-expression will return either true or false.

If the boolean-expression returns true, the statements inside the body of if ( inside {...} ) will be executed.

If the boolean-expression returns false, the statements inside the body of if will be ignored.

For example,

if (number < 5)

{

number += 5;

}

In this example, the statement

number += 5;

will be executed only if the value of number is less than 5.

Remember the [+= operator](https://www.programiz.com/csharp-programming/operators#compound-assignment)?

How if statement works?
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Example 1: C# if Statement

using System;

namespace Conditional

{

class IfStatement

{

public static void Main(string[] args)

{

int number = 2;

if (number < 5)

{

Console.WriteLine("{0} is less than 5", number);

}

Console.WriteLine("This statement is always executed.");

}

}

}

When we run the program, the output will be:

2 is less than 5

This statement is always executed.

The value of number is initialized to 2. So the expression number < 5 is evaluated to true. Hence, the code inside the if block are executed. The code after the if statement will always be executed irrespective to the expression.

Now, change the value of number to something greater than 5, say 10. When we run the program the output will be:

This statement is always executed.

The expression number < 5 will return false, hence the code inside if block won't be executed.

C# if...else (if-then-else) Statement

The if statement in C# may have an optional else statement. The block of code inside the else statement will be executed if the expression is evaluated to false.

The syntax of if...else statement in C# is:

if (boolean-expression)

{

// statements executed if boolean-expression is true

}

else

{

// statements executed if boolean-expression is false

}

For example,

if (number < 5)

{

number += 5;

}

else

{

number -= 5;

}

In this example, the statement

number += 5;

will be executed only if the value of number is less than 5.

The statement

number -= 5;

will be executed if the value of number is greater than or equal to 5.

How if...else Statement works?

![How if else statement works in C#?](data:image/png;base64,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)Working of if...else Statement

Example 2: C# if...else Statement

using System;

namespace Conditional

{

class IfElseStatement

{

public static void Main(string[] args)

{

int number = 12;

if (number < 5)

{

Console.WriteLine("{0} is less than 5", number);

}

else

{

Console.WriteLine("{0} is greater than or equal to 5", number);

}

Console.WriteLine("This statement is always executed.");

}

}

}

When we run the program, the output will be:

12 is greater than or equal to 5

This statement is always executed.

Here, the value of number is initialized to 12. So the expression number < 5 is evaluated to false. Hence, the code inside the else block are executed. The code after the if..else statement will always be executed irrespective to the expression.

Now, change the value of number to something less than 5, say 2. When we run the program the output will be:

2 is less than 5

This statement is always executed.

The expression number < 5 will return true, hence the code inside if block will be executed.

[Ternary operator in C#](https://www.programiz.com/csharp-programming/ternary-operator) provides a shortcut for C# if...else statement.

C# if...else if (if-then-else if) Statement

When we have only one condition to test, if-then and if-then-else statement works fine. But what if we have a multiple condition to test and execute one of the many block of code.

For such case, we can use if..else if statement in C#. The syntax for if...else if statement is:

if (boolean-expression-1)

{

// statements executed if boolean-expression-1 is true

}

else if (boolean-expression-2)

{

// statements executed if boolean-expression-2 is true

}

else if (boolean-expression-3)

{

// statements executed if boolean-expression-3 is true

}

.

.

.

else

{

// statements executed if all above expressions are false

}

The if...else if statement is executed from the top to bottom. As soon as a test expression is true, the code inside of that if ( or else if ) block is executed. Then the control jumps out of the if...else if block.

If none of the expression is true, the code inside the else block is executed.

Alternatively, we can use [switch statement](https://www.programiz.com/csharp-programming/switch-statement) in such condition.

Example 3: C# if...else if Statement

using System;

namespace Conditional

{

class IfElseIfStatement

{

public static void Main(string[] args)

{

int number = 12;

if (number < 5)

{

Console.WriteLine("{0} is less than 5", number);

}

else if (number > 5)

{

Console.WriteLine("{0} is greater than 5", number);

}

else

{

Console.WriteLine("{0} is equal to 5");

}

}

}

}

When we run the program, the output will be:

12 is greater than 5

The value of number is initialized to 12. The first test expression number < 5 is false, so the control will move to the else if block. The test expression number > 5 is true hence the block of code inside else if will be executed.

Similarly, we can change the value of number to alter the flow of execution.

Nested if...else Statement

An if...else statement can exist within another if...else statement. Such statements are called nested if...else statement.

The general structure of nested if…else statement is:

if (boolean-expression)

{

if (nested-expression-1)

{

// code to be executed

}

else

{

// code to be executed

}

}

else

{

if (nested-expression-2)

{

// code to be executed

}

else

{

// code to be executed

}

}

Nested if statements are generally used when we have to test one condition followed by another. In a nested if statement, if the outer if statement returns true, it enters the body to check the inner if statement.

Example 4: Nested if...else Statement

The following program computes the largest number among 3 numbers using nested if...else statement.

using System;

namespace Conditional

{

class Nested

{

public static void Main(string[] args)

{

int first = 7, second = -23, third = 13;

if (first > second)

{

if (firstNumber > third)

{

Console.WriteLine("{0} is the largest", first);

}

else

{

Console.WriteLine("{0} is the largest", third);

}

}

else

{

if (second > third)

{

Console.WriteLine("{0} is the largest", second);

}

else

{

Console.WriteLine("{0} is the largest", third);

}

}

}

}

}

When we run the program, the output will be:

13 is the largest

C# switch Statement

In this article, we will learn about switch statement in C# and how to use them with examples.

Switch statement can be used to replace the [if...else if statement](https://www.programiz.com/csharp-programming/if-else-statement#if-else-if) in C#. The advantage of using switch over if...else if statement is the codes will look much cleaner and readable with switch.

The syntax of switch statement is:

switch (variable/expression)

{

case value1:

// Statements executed if expression(or variable) = value1

break;

case value2:

// Statements executed if expression(or variable) = value1

break;

... ... ...

... ... ...

default:

// Statements executed if no case matches

}

The switch statement evaluates the expression (or variable) and compare its value with the values (or expression) of each case (value1, value2, …). When it finds the matching value, the statements inside that case are executed.

But, if none of the above cases matches the expression, the statements inside default block is executed. The default statement at the end of switch is similar to the else block in if else statement.

However a problem with the switch statement is, when the matching value is found, it executes all statements after it until the end of switch block.

To avoid this, we use break statement at the end of each case. The break statement stops the program from executing non-matching statements by terminating the execution of switch statement.

To learn more about break statement, visit C# break statement.

Example 1: C# switch Statement

using System;

namespace Conditional

{

class SwitchCase

{

public static void Main(string[] args)

{

char ch;

Console.WriteLine("Enter an alphabet");

ch = Convert.ToChar(Console.ReadLine());

switch(Char.ToLower(ch))

{

case 'a':

Console.WriteLine("Vowel");

break;

case 'e':

Console.WriteLine("Vowel");

break;

case 'i':

Console.WriteLine("Vowel");

break;

case 'o':

Console.WriteLine("Vowel");

break;

case 'u':

Console.WriteLine("Vowel");

break;

default:

Console.WriteLine("Not a vowel");

break;

}

}

}

}

When we run the program, the output will be:

Enter an alphabet

X

Not a vowel

In this example, the user is prompted to enter an alphabet. The alphabet is converted to lowercase by using ToLower() method if it is in uppercase.

Then, the switch statement checks whether the alphabet entered by user is any of a, e, i, o or u.

If one of the case matches, Vowel is printed otherwise the control goes to default block and Not a vowel is printed as output.

Since, the output for all vowels are the same, we can join the cases as:

Example 2: C# switch Statement with grouped cases

using System;

namespace Conditional

{

class SwitchCase

{

public static void Main(string[] args)

{

char ch;

Console.WriteLine("Enter an alphabet");

ch = Convert.ToChar(Console.ReadLine());

switch(Char.ToLower(ch))

{

case 'a':

case 'e':

case 'i':

case 'o':

case 'u':

Console.WriteLine("Vowel");

break;

default:

Console.WriteLine("Not a vowel");

break;

}

}

}

}

The output of both programs is same. In the above program, all vowels print the output Vowel and breaks from the switch statement.

Although switch statement makes the code look cleaner than if...else if statement, switch is restricted to work with limited data types. Switch statement in C# only works with:

Primitive data types: bool, char and integral type

Enumerated Types (Enum)

String Class

Nullable types of above data types

Example 3: Simple calculator program using C# switch Statement

using System;

namespace Conditional

{

class SwitchCase

{

public static void Main(string[] args)

{

char op;

double first, second, result;

Console.Write("Enter first number: ");

first = Convert.ToDouble(Console.ReadLine());

Console.Write("Enter second number: ");

second = Convert.ToDouble(Console.ReadLine());

Console.Write("Enter operator (+, -, \*, /): ");

op = (char)Console.Read();

switch(op)

{

case '+':

result = first + second;

Console.WriteLine("{0} + {1} = {2}", first, second, result);

break;

case '-':

result = first - second;

Console.WriteLine("{0} - {1} = {2}", first, second, result);

break;

case '\*':

result = first \* second;

Console.WriteLine("{0} \* {1} = {2}", first, second, result);

break;

case '/':

result = first / second;

Console.WriteLine("{0} / {1} = {2}", first, second, result);

break;

default:

Console.WriteLine("Invalid Operator");

break;

}

}

}

}

When we run the program, the output will be:

Enter first number: -13.11

Enter second number: 2.41

Enter operator (+, -, \*, /): \*

-13.11 \* 2.41 = -31.5951

The above program takes two operands and an operator as input from the user and performs the operation based on the operator.

The inputs are taken from the user using the ReadLine() and Read() method. To learn more, visit [C# Basic Input and Output](https://www.programiz.com/csharp-programming/basic-input-output).

The program uses switch case statement for decision making. Alternatively, we can use if-else if ladder to perform the same operation.

C# ternary (? :) Operator

In this article, we will learn about C# ternary operator and how to use it to control the flow of program.

Ternary [operator](https://www.programiz.com/csharp-programming/operators) are a substitute for if...else statement. So before you move any further in this tutorial, go through [C# if...else statement](https://www.programiz.com/csharp-programming/if-else-statement) (if you haven't).

The syntax of ternary operator is:

Condition ? Expression1 : Expression2;

The ternary operator works as follows:

If the expression stated by Condition is true, the result of Expression1 is returned by the ternary operator.

If it is false, the result of Expression2 is returned.

For example, we can replace the following code

if (number % 2 == 0)

{

isEven = true;

}

else

{

isEven = false;

}

with

isEven = (number % 2 == 0) ? true : false ;

Why is it called ternary operator?

This operator takes 3 operand, hence called ternary operator.

Example 1: C# Ternary Operator

using System;

namespace Conditional

{

class Ternary

{

public static void Main(string[] args)

{

int number = 2;

bool isEven;

isEven = (number % 2 == 0) ? true : false ;

Console.WriteLine(isEven);

}

}

}

When we run the program, the output will be:

True

In the above program, 2 is assigned to a variable number. Then, the ternary operator is used to check if number is even or not.

Since, 2 is even, the expression (number % 2 == 0) returns true. We can also use ternary operator to return numbers, strings and characters.

Instead of storing the return value in variable isEven, we can directly print the value returned by ternary operator as,

Console.WriteLine((number % 2 == 0) ? true : false);

When to use ternary operator?

Ternary operator can be used to replace multi lines of code with a single line. However, we shouldn't overuse it.

For example, we can replace the following if..else if code

if (a > b)

{

result = "a is greater than b";

}

else if (a < b)

{

result = "b is greater than a";

}

else

{

result = "a is equal to b";

}

with a single line of code

result = a > b ? "a is greater than b" : a < b ? "b is greater than a" : "a is equal to b";

As we can see, the use of ternary operator may decrease the length of code but it makes us difficult to understand the logic of the code.

Hence, it's better to only use ternary operator to replace simple if else statements.

C# loop statements

C# for loop

In this article, we will learn about for loop in C# and different ways to use them in a program.

In programming, it is often desired to execute certain block of statements for a specified number of times. A possible solution will be to type those statements for the required number of times. However, the number of repetition may not be known in advance (during compile time) or maybe large enough (say 10000).

The best solution to such problem is loop. Loops are used in programming to repeatedly execute a certain block of statements until some condition is met.

In this article, we’ll look at for loop in C#.

C# for loop

The for keyword is used to create for loop in C#. The syntax for for loop is:

for (initialization; condition; iterator)

{

// body of for loop

}

How for loop works?

C# for loop has three statements: initialization, condition and iterator.

The initialization statement is executed at first and only once. Here, the variable is usually declared and initialized.

Then, the condition is evaluated. The condition is a boolean expression, i.e. it returns either true or false.

If the condition is evaluated to true:

The statements inside the for loop are executed.

Then, the iterator statement is executed which usually changes the value of the initialized variable.

Again the condition is evaluated.

The process continues until the condition is evaluated to false.

If the condition is evaluated to false, the for loop terminates.

for Loop Flowchart
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Example 1: C# for Loop

using System;

namespace Loop

{

class ForLoop

{

public static void Main(string[] args)

{

for (int i=1; i<=5; i++)

{

Console.WriteLine("C# For Loop: Iteration {0}", i);

}

}

}

}

When we run the program, the output will be:

C# For Loop: Iteration 1

C# For Loop: Iteration 2

C# For Loop: Iteration 3

C# For Loop: Iteration 4

C# For Loop: Iteration 5

In this program,

initialization statement is int i=1

condition statement is i<=5

iterator statement is i++

When the program runs,

First, the variable i is declared and initialized to 1.

Then, the condition (i<=5) is evaluated.

Since, the condition returns true, the program then executes the body of the for loop. It prints the given line with Iteration 1 (Iteration simply means repetition).

Now, the iterator (i++) is evaluated. This increments the value of i to 2.

The condition (i<=5) is evaluated again and at the end, the value of i is incremented by 1. The condition will evaluate to true for the first 5 times.

When the value of i will be 6 and the condition will be false, hence the loop will terminate.

Example 2: for loop to compute sum of first n natural numbers

using System;

namespace Loop

{

class ForLoop

{

public static void Main(string[] args)

{

int n = 5,sum = 0;

for (int i=1; i<=n; i++)

{

// sum = sum + i;

sum += i;

}

Console.WriteLine("Sum of first {0} natural numbers = {1}", n, sum);

}

}

}

When we run the program, the output will be:

Sum of first 5 natural numbers = 15

Here, the value of sum and n are initialized to 0 and 5 respectively. The iteration variable i is initialized to 1 and incremented on each iteration.

Inside the for loop, value of sum is incremented by i i.e. sum = sum + i. The for loop continues until i is less than or equal to n (user's input).

Let's see what happens in the given program on each iteration.

Initially, i = 1, sum = 0 and n = 3

| For loop execution steps | | | |
| --- | --- | --- | --- |
| Iteration | Value of i | i<=5 | Value of sum |
| 1 | 1 | true | 0+1 = 1 |
| 2 | 2 | true | 1+2 = 3 |
| 3 | 3 | true | 3+3 = 6 |
| 4 | 4 | true | 6+4 = 10 |
| 5 | 5 | true | 10+5 = 15 |
| 6 | 6 | false | Loop terminates |

So, the final value of sum will be 15 when n = 5.

Multiple expressions inside a for loop

We can also use multiple expressions inside a for loop. It means we can have more than one initialization and/or iterator statements within a for loop. Let's see the example below.

Example 3: for loop with multiple initialization and iterator expressions

using System;

namespace Loop

{

class ForLoop

{

public static void Main(string[] args)

{

for (int i=0, j=0; i+j<=5; i++, j++)

{

Console.WriteLine("i = {0} and j = {1}", i,j);

}

}

}

}

When we run the program, the output will be:

i = 0 and j = 0

i = 1 and j = 1

i = 2 and j = 2

In this program, we have declared and initialized two variables: i and j in the initialization statement.

Also, we have two expressions in the iterator part. That means both i and j are incremented by 1 on each iteration.

For loop without initialization and iterator statements

The initialization, condition and the iterator statement are optional in a for loop. It means we can run a for loop without these statements as well.

In such cases, for loop acts as a [while loop](https://www.programiz.com/csharp-programming/do-while-loop). Let's see the example below.

Example 4: for loop without initialization and iterator statement

using System;

namespace Loop

{

class ForLoop

{

public static void Main(string[] args)

{

int i = 1;

for ( ; i<=5; )

{

Console.WriteLine("C# For Loop: Iteration {0}", i);

i++;

}

}

}

}

When we run the program, the output will be:

C# For Loop: Iteration 1

C# For Loop: Iteration 2

C# For Loop: Iteration 3

C# For Loop: Iteration 4

C# For Loop: Iteration 5

In this example, we haven't used the initialization and iterator statement.

The variable i is initialized above the for loop and its value is incremented inside the body of loop. This program is same as the one in Example 1.

Similarly, the condition is also an optional statement. However if we don't use test expression, the for loop won't test any condition and will run forever (infinite loop).

Infinite for loop

If the condition in a for loop is always true, for loop will run forever. This is called infinite for loop.

Example 5: Infinite for loop

using System;

namespace Loop

{

class ForLoop

{

public static void Main(string[] args)

{

for (int i=1 ; i>0; i++)

{

Console.WriteLine("C# For Loop: Iteration {0}", i);

}

}

}

}

Here, i is initialized to 1 and the condition is i>0. On each iteration we are incrementing the value of i by 1, so the condition will never be false. This will cause the loop to execute infinitely.

We can also create an infinite loop by replacing the condition with a blank. For example,

for ( ; ; )

{

// body of for loop

}

or

for (initialization ; ; iterator)

{

// body of for loop

}

C# while and do...while loop

In this article, we will learn about while and do...while loop in C#, how to use them and difference between them.

In programming, it is often desired to execute certain block of statements for a specified number of times. A possible solution will be to type those statements for the required number of times. However, the number of repetition may not be known in advance (during compile time) or maybe large enough (say 10000).

The best solution to such problem is loop. Loops are used in programming to repeatedly execute a certain block of statements until some condition is met.

In this article, we'll learn to use while loops in C#.

C# while loop

The while keyword is used to create while loop in C#. The syntax for while loop is:

while (test-expression)

{

// body of while

}

How while loop works?

C# while loop consists of a test-expression.

If the test-expression is evaluated to true,

statements inside the while loop are executed.

after execution, the test-expression is evaluated again.

If the test-expression is evaluated to false, the while loop terminates.

while loop Flowchart
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Example 1: while Loop

using System;

namespace Loop

{

class WhileLoop

{

public static void Main(string[] args)

{

int i=1;

while (i<=5)

{

Console.WriteLine("C# For Loop: Iteration {0}", i);

i++;

}

}

}

}

When we run the program, the output will be:

C# For Loop: Iteration 1

C# For Loop: Iteration 2

C# For Loop: Iteration 3

C# For Loop: Iteration 4

C# For Loop: Iteration 5

Initially the value of i is 1.

When the program reaches the while loop statement,

the test expression i <=5 is evaluated. Since i is 1 and 1 <= 5 is true, it executes the body of the while loop. Here, the line is printed on the screen with Iteration 1, and the value of i is increased by 1 to become 2.

Now, the test expression (i <=5) is evaluated again. This time too, the expression returns true (2 <= 5), so the line is printed on the screen and the value of i is now incremented to 3..

This goes and the while loop executes until i becomes 6. At this point, the test-expression will evaluate to false and hence the loop terminates.

Example 2: while loop to compute sum of first 5 natural numbers

using System;

namespace Loop

{

class WhileLoop

{

public static void Main(string[] args)

{

int i=1, sum=0;

while (i<=5)

{

sum += i;

i++;

}

Console.WriteLine("Sum = {0}", sum);

}

}

}

When we run the program, the output will be:

Sum = 15

This program computes the sum of first 5 natural numbers.

Initially the value of sum is initialized to 0.

On each iteration, the value of sum is updated to sum+i and the value of i is incremented by 1.

When the value of i reaches 6, the test expression i<=5 will return false and the loop terminates.

Let's see what happens in the given program on each iteration.

Initially, i = 1, sum = 0

| While loop execution steps | | | |
| --- | --- | --- | --- |
| Iteration | Value of i | i<=5 | Value of sum |
| 1 | 1 | true | 0+1 = 1 |
| 2 | 2 | true | 1+2 = 3 |
| 3 | 3 | true | 3+3 = 6 |
| 4 | 4 | true | 6+4 = 10 |
| 5 | 5 | true | 10+5 = 15 |
| 6 | 6 | false | Loop terminates |

So, the final value of sum will be 15.

C# do...while loop

The do and while keyword is used to create a do...while loop. It is similar to a while loop, however there is a major difference between them.

In while loop, the condition is checked before the body is executed. It is the exact opposite in do...while loop, i.e. condition is checked after the body is executed.

This is why, the body of do...while loop will execute at least once irrespective to the test-expression.

The syntax for do...while loop is:

do

{

// body of do while loop

} while (test-expression);

How do...while loop works?

The body of do...while loop is executed at first.

Then the test-expression is evaluated.

If the test-expression is true, the body of loop is executed.

When the test-expression is false, do...while loop terminates.

do...while loop Flowchart
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Example 3: do...while loop

using System;

namespace Loop

{

class DoWhileLoop

{

public static void Main(string[] args)

{

int i = 1, n = 5, product;

do

{

product = n \* i;

Console.WriteLine("{0} \* {1} = {2}", n, i, product);

i++;

} while (i <= 10);

}

}

}

When we run the program, the output will be:

5 \* 1 = 5

5 \* 2 = 10

5 \* 3 = 15

5 \* 4 = 20

5 \* 5 = 25

5 \* 6 = 30

5 \* 7 = 35

5 \* 8 = 40

5 \* 9 = 45

5 \* 10 = 50

As we can see, the above program prints the multiplication table of a number (5).

Initially, the value of i is 1. The program, then enters the body of do..while loop without checking any condition (as opposed to while loop).

Inside the body, product is calculated and printed on the screen. The value of i is then incremented to 2.

After the execution of the loop’s body, the test expression i <= 10 is evaluated. In total, the do...while loop will run for 10 times.

Finally, when the value of i is 11, the test-expression evaluates to false and hence terminates the loop.

Infinite while and do...while loop

If the test expression in the while and do...while loop never evaluates to false, the body of loop will run forever. Such loops are called infinite loop.

For example:

Infinite while loop

while (true)

{

// body of while loop

}

Infinite do...while loop

do

{

// body of while loop

} while (true);

The infinite loop is useful when we need a loop to run as long as our program runs.

For example, if your program is an animation, you will need to constantly run it until it is stopped. In such cases, an infinite loop is necessary to keep running the animation repeatedly.

Nested Loops in C#: for, while, do-while

In this article, we will learn about nested loops in C#. We'll learn to use nested for, while and do-while loops in a program.

A loop within another loop is called nested loop. This is how a nested loop looks like:

Outer-Loop

{

// body of outer-loop

Inner-Loop

{

// body of inner-loop

}

... ... ...

}

As you can see, the outer loop encloses the inner loop. The inner loop is a part of the outer loop and must start and finish within the body of outer loop.

On each iteration of outer loop, the inner loop is executed completely.

Nested for loop

A for loop inside another for loop is called nested for loop.

For example:

for (int i=0; i<5; i++)

{

// body of outer for loop

for (int j=0; j<5; j++)

{

// body of inner for loop

}

// body of outer for loop

}

Example 1: Nested for Loop

using System;

namespace Loop

{

class NestedForLoop

{

public static void Main(string[] args)

{

int outerLoop = 0, innerLoop = 0;

for (int i=1; i<=5; i++)

{

outerLoop ++;

for (int j=1; j<=5; j++)

{

innerLoop++;

}

}

Console.WriteLine("Outer Loop runs {0} times", outerLoop);

Console.WriteLine("Inner Loop runs {0} times", innerLoop);

}

}

}

When we run the program, the output will be:

Outer Loop runs 5 times

Inner Loop runs 25 times

In this program, the outer loop runs for 5 times. Each time the outer loop runs, the inner loop runs for 5 times making it run 25 times altogether.

Example 2: Nested for Loop to Print Pattern

using System;

namespace Loop

{

class NestedForLoop

{

public static void Main(string[] args)

{

for (int i=1; i<=5; i++)

{

for (int j=1; j<=i; j++)

{

Console.Write(j + " ");

}

Console.WriteLine();

}

}

}

}

When we run the program, the output will be:

1

1 2

1 2 3

1 2 3 4

1 2 3 4 5

Nested while loop

A while loop inside another while loop is called nested while loop.

For example:

while (condition-1)

{

// body of outer while loop

while (condition-2)

{

// body of inner while loop

}

// body of outer while loop

}

Example 3: Nested while Loop

using System;

namespace Loop

{

class NestedWhileLoop

{

public static void Main(string[] args)

{

int i=0;

while (i<2)

{

int j=0;

while (j<2)

{

Console.Write("({0},{1}) ", i,j);

j++;

}

i++;

Console.WriteLine();

}

}

}

}

When we run the program, the output will be:

(0,0) (0,1)

(1,0) (1,1)

Nested do-while loop

A do-while loop inside another do-while loop is called nested do-while loop.

For example:

do

{

// body of outer while loop

do

{

// body of inner while loop

} while (condition-2);

// body of outer while loop

} while (condition-1);

Example 4: Nested do-while Loop

using System;

namespace Loop

{

class NestedWhileLoop

{

public static void Main(string[] args)

{

int i=0;

do

{

int j=0;

do

{

Console.Write("({0},{1}) ", i,j);

j++;

} while (j<2);

i++;

Console.WriteLine();

} while (i<2);

}

}

}

When we run the program, the output will be:

(0,0) (0,1)

(1,0) (1,1)

Different inner and outer nested loops

It is not mandatory to nest same type of loop. We can put a for loop inside a while loop or a do-while loop inside a for loop.

Example 5: C# Nested Loop: Different inner and outer loops

using System;

namespace Loop

{

class NestedLoop

{

public static void Main(string[] args)

{

int i=1;

while (i<=5)

{

for (int j=1; j<=i; j++)

{

Console.Write(i + " ");

}

Console.WriteLine();

i++;

}

}

}

}

When we run the program, the output will be:

1

2 2

3 3 3

4 4 4 4

5 5 5 5 5

In the above program, a for loop is placed within a while loop. We can use different types of loop inside a loop.

C# break Statement

In this tutorial, you will learn about the working C# break statement with the help of examples.

In C#, we use the break statement to terminate the loop.

As we know, loops iterate over a block of code until the test expression is false. However, sometimes we may need to terminate the loop immediately without checking the test expression.

In such cases, the break statement is used. The syntax of break statement is,

break;

Before we learn about break, make sure to learn about

[for loop](https://www.programiz.com/csharp-programming/for-loop)

[if...else](https://www.programiz.com/csharp-programming/if-else-statement)

[while loop](https://www.programiz.com/csharp-programming/do-while-loop)

Example: C# break statement with for loop

using System;

namespace CSharpBreak {

class Program {

static void Main(string[] args) {

for (int i = 1; i <= 4; ++i) {

// terminates the loop

if (i == 3) {

break;

}

Console.WriteLine(i);

}

Console.ReadLine();

}

}

}

Output

1

2

In the above program, our for loop runs 4 times from i = 1 to 4. However, when i is equal to 3, the break statement is encountered.

if (i == 3) {

break;

}

Now, the loop is terminated suddenly. So, we only get 1 and 2 as output.

Note: The break statement is used with decision-making statements like if..else.

Example: C# break statement with while loop

using System;

namespace WhileBreak {

class Program {

static void Main(string[] args) {

int i = 1;

while (i <= 5) {

Console.WriteLine(i);

i++;

if (i == 4) {

// terminates the loop

break;

}

}

Console.ReadLine();

}

}

}

Output

1

2

3

In the above example, we have created a while loop that is supposed to run from i = 1 to 5.

However, when i is equal to 4, the break statement is encountered.

if (i == 4) {

break;

}

Now, the while loop is terminated.

Working of break statement in C#

Working of break statement

break Statement with Nested Loop

We can also use the break statement with nested loops. For example,

using System;

namespace NestedBreak {

class Program {

static void Main(string[] args) {

int sum = 0;

for(int i = 1; i <= 3; i++) { //outer loop

// inner loop

for(int j = 1; j <= 3; j++) {

if (i == 2) {

break;

}

Console.WriteLine("i = " + i + " j = " +j);

}

}

Console.ReadLine();

}

}

}

Output

i = 1 j = 1

i = 1 j = 2

i = 1 j = 3

i = 3 j = 1

i = 3 j = 2

i = 3 j = 3

In the above example, we have used the break statement inside the inner for loop. Here, the break statement is executed when i == 2.

Hence, the value of i = 2 is never printed.

Note: The break statement only terminates the inner for loop. This is because we have used the break statement inside the inner loop.

If you want to learn the working of nested loops, visit [C# Nested Loops](https://www.programiz.com/csharp-programming/nested-loops).

break with foreach Loop

We can also use the break statement with foreach loops. For example,

using System;

namespace ForEachBreak {

class Program {

static void Main(string[] args) {

int[] num = { 1, 2, 3, 4, 5 };

// use of for each loop

foreach(int number in num) {

// terminates the loop

if(number==3) {

break;

}

Console.WriteLine(number);

}

}

}

}

Output

1

2

In the above example, we have created an array with values: 1, 2, 3, 4, 5. Here, we have used the foreach loop to print each element of the array.

However, the loop only prints 1 and 2. This is because when the number is equal to 3, the break statement is executed.

if (number == 3) {

break;

}

This immediately terminates the [foreach loop](https://www.programiz.com/csharp-programming/foreach-loop).

break with Switch Statement

We can also use the break statement inside a switch case statement. For example,

using System;

namespace ConsoleApp1 {

class Program {

static void Main(string[] args) {

char ch='e';

switch (ch) {

case 'a':

Console.WriteLine("Vowel");

break;

case 'e':

Console.WriteLine("Vowel");

break;

case 'i':

Console.WriteLine("Vowel");

break;

case 'o':

Console.WriteLine("Vowel");

break;

case 'u':

Console.WriteLine("Vowel");

break;

default:

Console.WriteLine("Not a vowel");

}

}

}

}

Output

Vowel

Here, we have used the break statement inside each case. It helps us to terminate the switch statement when a matching case is found.

C# continue Statement

In this tutorial, you will learn about the working of C# continue statement with the help of examples.

In C#, we use the continue statement to skip a current iteration of a loop.

When our program encounters the continue statement, the program control moves to the end of the loop and executes the test condition (update statement in case of for loop).

The syntax for continue is:

continue;

Before we learn about continue, make sure to learn about

[for loop](https://www.programiz.com/csharp-programming/for-loop)

[while loop](https://www.programiz.com/csharp-programming/do-while-loop)

[if...else](https://www.programiz.com/csharp-programming/if-else-statement)

Example1: C# continue with for loop

using System;

namespace ContinueLoop {

class Program {

static void Main(string[] args){

for (int i = 1; i <= 5; ++i{

if (i == 3) {

continue;

}

Console.WriteLine(i);

}

}

}

}

Output

1

2

4

5

In the above example, we have used the for loop to print numbers from i = 1 to 5. However, the number 3 is not printed.

This is because when the value of i is 3, the continue statement is executed.

// skips the condition

if (i == 3) {

continue;

}

This skips the current iteration of loop and moves the program control to the update statement. Hence, the value 3 is not printed.

Note: The continue statement is usually used with the if...else statement.

Example: C# continue with while loop

using System;

namespace ContinueWhile {

class Program{

static void Main(string[] args) {

int i = 0;

while (i < 5) {

i++;

if (i == 3) {

continue;

}

Console.WriteLine(i);

}

}

}

}

Output

1

2

4

5

Here, we have used the continue statement inside the while loop. Similar to the earlier program, when the value of i is 3, the continue statement is executed.

Hence, 3 is not printed on the screen.

Working of C# continue Statement

Working of continue statement

continue with Nested Loop

We use the continue statement with nested as well. For example:

using System;

namespace ContinueNested {

class Program {

static void Main(string[] args) {

int sum = 0;

// outer loop

for(int i = 1; i <= 3; i++) {

// inner loop

for(int j = 1; j <= 3; j++) {

if (j == 2) {

continue;

}

Console.WriteLine("i = " + i + " j = " +j);

}

}

}

}

}

Output

i = 1 j = 1

i = 1 j = 3

i = 2 j = 1

i = 2 j = 3

i = 3 j = 1

i = 3 j = 3

In the above example, we have used the continue statement inside the inner for loop. Here, the continue statement is executed when j == 2.

Hence, the value of j = 2 is ignored.

If you want to learn the working of nested loops, visit [C# Nested Loops](https://www.programiz.com/csharp-programming/nested-loops).

C# continue with foreach Loop

We can also use the continue statement with foreach loops. For example,

using System;

namespace ContinueForeach {

class Program {

static void Main(string[] args) {

int[] num = { 1, 2, 3, 4, 5 };

foreach(int number in num) {

// skips the iteration

if(number==3) {

continue;

}

Console.WriteLine(number);

}

}

}

}

Output

1

2

4

5

In the above example, we have created an array with values: 1, 2, 3, 4, 5. Here, we have used the foreach loop to print each element of the array.

However, the loop doesn't print the value 3. This is because when the number is equal to 3, the continue statement is executed.

if (number == 3) {

continue;

}

Hence, the print statement for this iteration is skipped.